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**Question One**

**A)** What is the meaning of inheritance in object-oriented programming, why it is useful?

**B)** In the following code snippet,

* x is a public member of the class “Base”
* y is a protected member of the “class “Base”
* z is a private member of the class “Base”

due to the inheritance, the x, y and z are also members of class “A”, “B”, “C” and “D”. What is their accessibility in each of the classes respectively?

*Note: Possible options for accessibility are:*

* *public*
* *private*
* *protected*
* *not accessible*

class Base

{

public int x;

protected int y;

private int z;

};

class A: Base

{

};

class B: protected Base

{

};

class C : private Base

{

};

class D: public Base

{

};

*Model Answer:*

*A) Inheritance in OOP means a derived class inherits all class members from its base class as the base class “gives birth” to the derived class.*

*It is a technique for software reuse, a derived class can reuse the code written in its base class and expand the functionality of the base class without affecting the original implementation.*

*B)*

Class Base

{

public:

int x;

protected:

int y;

private:

int z;

};

class A: Base

{

// x is public

// y is protected

// z is not accessible from A

};

class B: protected Base

{

// x is protected

// y is protected

// z is not accessible from B

};

class C : private Base

{

// x is private

// y is private

// z is not accessible from C

};

class D: public Base

{

// x is public

// y is protected

// z is not accessible from D

};

**Question Two**

Quicksort is an efficient sorting algorithm developed by British computer scientist Tony Hoare in 1959. One of its implementations is summarised in the pseudo code below with algorithm “quicksort” and algorithm “partition”:

algorithm quicksort(A, lo, hi) is

if lo < hi then

p := partition(A, lo, hi)

quicksort(A, lo, p - 1)

quicksort(A, p + 1, hi)

algorithm partition(A, lo, hi) is

pivot := A[hi]

i := lo

for j := lo to hi do

if A[j] < pivot then

swap A[i] with A[j]

i := i + 1

swap A[i] with A[hi]

return i

The algorithm “quicksort” divides a list of elements into two parts (called sub-lists) and perform sorting over the sub-lists recursively.

The algorithm “partition” selects a pivot to partition the list into sub-lists such that all elements in one sub-list are smaller than pivot and all elements in the other are greater than the pivot.

**A)** Given a list of {51,95,66,72,42,38,62}; illustrate the sorting process specified in the pseudo code **(10 marks)**

**B)** Implement the pseudo code in C#

*Model Answer:*

A)

The 1st instance of the quick sort will partition the list as:

Sub-list {51, 42, 38} Pivot: 62 and Sub-list {66, 72,95}

The 2nd instance of the quick sort will be applied to {51, 42, 38} as

sub-list {}, Pivot:38 and sub-list {51,42}

The 3rd instance of the quick sort will be applied to {42, 51} as

Pivot:51 and sub-list {42}

The 4th instance of the quick sort will be applied to {66, 72, 95} as

sub-list {66, 72}, Pivot:95

And then original list will be reassembled as:

{38,42,51,62,66,72,95}

B) The code below is for illustration purpose:

void Quick\_Sort(int[] arr, int low , int high)

{

if (low < high)

{

int pivot = Partition(arr, low, high);

if (pivot > low)

{

Quick\_Sort(arr, low, pivot - 1);

}

if (pivot < high)

{

Quick\_Sort(arr, pivot + 1, high);

}

}

}

int Partition(int[] arr, int low, int high)

{

int pivot = arr[high];

int i = low; //place for swapping

for (int j = low; j<=high-1; j++)

{

if (arr[j] <= pivot)

{

Swap(arr, i, j);

i++;

}

}

void Swap(int[] arr, int i, int j)

{

if (i!=j)

{

int tmp = arr[i];

arr[i] = arr[j];

arr[j] = tmp;

}

}

**Question Three**

In the context of Object-Oriented (OO) Analysis, there is a class-based modelling inheritance hierarchy which includes a super-class named as “Furniture” and a number of subclasses named as “Table”, “Chair”, “Desk”, and “Sofa”.

A) What is the meaning of “inheritance” in the context of OO class-based modelling?

*Model Answer: It means that each subclass inherits all of the attributes and operations from its super-class so all data structures and algorithms originally designed for the super-class are immediately available for its subclasses.*

B) Please list five common attributes that the “Furniture” class may have and briefly discuss if these attributes can be used by its subclasses.

*Model Answer: The common attributes of the “Furniture” class can be Make, Price, Model, Color, Materials etc. As they are the attributes of the super class so each subclass will inherit them and can use them.*

C) Please briefly discuss the specific attributes that each subclass can have.

*Model Answer: “Table” class can have specific features like Shape and Legs etc. “Chair” class can have specific features like Height and Moveable; “Desk” class can have specific features like Shape and Drawers etc. “Sofa” class can have specific features like Sittings and Length etc.*

**Question Four**

Unit testing and integration testing are two testing strategies and regression testing is a kind of integration testing. What does a unit testing do?and what does a regression testing do? Give a brief discussion and indicate why it is important to have integration testing.

*Model Answer:*

*Unit testing is designed and used to test appropriate data and operations within a Unit, i.e. a class or component, to exercise all states of the unit*

*When changes (i.e. man-made errors or correction of errors) are made to an existing program, regression testing needs to be run to check whether these changes are propagated to other modules with unexpected side effects*

*The goal of integration testing is to make sure that independent modules that work correctly on their own do not interfere with one another when they are integrated together since unforeseen side effects are always possible [8 marks].*

**SECTION B: ANSWER ALL QUESTIONS IN THIS SECTION**

**Question Five**

What is a scalable system? Propose three general solutions to improve the scalability of a distributed software system. Provide one real-world example of a scalable software solution.

*Model Answer:*

A system whose performance improves after adding hardware, proportionally to the capacity added, is said to be a scalable system

Three typical solutions are:

Hiding communication latencies by modify the client side of the content management system. Try to avoid waiting for responses to remote (and potentially distant) service requests as much as possible. It implies use of asynchronous communication to construct the requesting application.

Distribute the application further on server side.

Distribution takes a component, splitting it into smaller parts, and subsequently spreads those parts across the system. It means to add more servers to separate the load. If done properly, this can drastically reduce the load any single server receives. However, this comes at the cost of added complexity.

More replication of application instance on server side.

Replication copies components across a distributed system. This is where it may make sense to scale your app server horizontally - basically, making copies of itself to split the load up between them.

Any cloud-based system (email, drop box, BREO etc), or software solutions which scale well.

**Question Six – Mini Case Study**

You have been assigned as project manager to develop a small, interactive system for a car hire company. The system will provide functionality for adding new members (clients), updating members’ details, hiring cars and returning cars.

Discussions with the company staff have revealed the following facts: there are some confusion and uncertainty about the content and layout of the interface and also the requirements for adding new cars and updating cars details; the company’s business line may soon be expanded from cars only to hire small vans as well.

Furthermore, discussions with your software engineers have revealed the following facts: the uncertainty about the requirements means that the total development time will be difficult to predict; some of the new team members are unfamiliar with testing tools; some key team members may be unavailable at critical times; the team are planning to use some reusable software components which to date have not been tested.

A) List **FIVE** different types of risk.

*Model Answer:*

|  |
| --- |
| *Risk type* |
| *Technology* |
| *People* |
| *Organizational* |
| *Tools* |
| *Requirements* |
| *Estimation* |

B) Identify **ONE potential risk**, from the scenario above, for each type of risk that you have listed in part a).

*Model Answer:*

|  |  |
| --- | --- |
| *Risk Type* | *Possible Risks* |
| *Technology* | *Reusable software may contain defects that mean they cannot be reused as planned.* |
| *People* | *Key development staff may be*  *unavailable at critical times.* |
| *Organizational* | *A restructuring results in different management responsible for the project.* |
| *Tools* | *New team members are unfamiliar with testing tools.* |
| *Requirements* | *Client is unsure of some of the interface requirements.* |
| *Estimation* | *Development time is difficult to predict.* |

C) Develop a strategy for managing **FIVE** of the risks identified in part B). Your answer should be in the form of a table with ONE strategy for each risk.

*Note: You do not need to re-write the Possible Risk in the table, numbers will be referenced to your answers in part b.*

## ***Model Answer:***

|  |  |
| --- | --- |
| Risk | Strategy |
| Reusable software may contain defects that mean they cannot be reused as planned. | Replace potentially defective components with bought-in  components of known reliability. |
| Key development staff may be unavailable at critical times. | Reorganize teams so that there is more overlap of work and people |
| A restructuring results in different client management are responsible for the project. | Schedule meetings with new management team to explain current project requirements, stakeholders, risks,  development |
| New team members are unfamiliar with testing tools. | Provide training to bring new members up to speed. |
| Client is unsure of some of the interface requirements. | Adopt paper prototyping approach to guide client through requirement elicitation. |
| Development time is difficult to predict. | Adopt an agile development  approach such as SCRUM |